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Abstract: this paper discusses how the software development team at the German Jordanian University (GJU) adopted the project management and software development processes in the ISO/IEC 29110 series to implement a complex Student Information System (SIS). Specifically, it identifies the key points to be taken into consideration in the analysis, design, implementation, testing, and deployment phases during the iterative and incremental SIS development process. The SIS is a distributed three-tier web-based application that enables registrars to perform various tasks such as: system setup, admission, registration, grades processing, graduation, and reporting. It was launched in the first 2015/2016 semester and enabled administration to maintain a comfortable learning environment, assess instructor performance, enhance teaching practices, and improve course content. The results of the system measurements and user survey assert that the SIS is feature rich, easy to use, fast, reliable, stable, highly available, and scalable.
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1. INTRODUCTION

Recently, the GJU established a software development team to implement its custom SIS and Enterprise Resource Planning (ERP) applications in-house. The university took this step as its ERP software vendor was not able to deliver all the required applications albeit the deadline to complete the whole project was exceeded by several years. In addition, the delivered tools were still missing many basic features, cumbersome, and not integrated. Conversely, the in-house development efforts resulted in releasing several major applications like the SIS as well as the accounting and financial systems in a relatively short time (in about two years) while saving the university a lot of money. Furthermore, the new systems are feature-rich and customized to meet the university’s academic policies and business processes.

Since the SIS is the most important application at any educational institution, it was one of the first systems to release and use at the GJU starting from the first 2015/2016 academic semester. The new SIS is a web-based application and it has three main views: student, staff, and administrator views. The student and staff views can be accessed via the Internet using the front-end of a web application that we refer to as MyGJU [1]. Whereas the administrator view is named MyGJU Admin and is only accessible through the university’s Intranet for security reasons. The focus of this paper is on the software engineering of the MyGJU Admin application. Noting that the Accounting Information System (AIS) and the Financial Information System (FIS) were released along with the SIS, nevertheless they are not discussed in detail in this paper.

The MyGJU Admin application is a sophisticated SIS that allows registrars at the GJU to manage student information. It consists of several basic functional modules to support features such as: system setup (e.g., managing users, roles, countries, buildings, rooms, faculties, and departments), academic setup (e.g., managing courses, course sections, and study plans), admission, student records management (e.g., managing personal information, scholarships, schedules, grades, transcripts, major transfers, etc.), registration (i.e., adding and dropping courses), final exam scheduling, grades processing (i.e., entering grades, computing GPAs, and viewing transcripts), graduation, and reporting. It also addresses most of the issues that the previous SIS system could not adequately handle such as software ease of use, capability, performance, stability, reliability, and scalability. Furthermore, unlike the previous system, the MyGJU Admin is fully integrated with the rest of the university applications such as AIS, FIS, and Human Resources (still under development). Hence, guaranteeing the accuracy and consistency of the data being shared amongst them.

Several web-based student information systems were discussed in [2-19]. However, in this paper, we provide a comprehensive description for each of the software engineering life cycle phases that were followed to develop the MyGJU Admin application. Besides, we consider important aspects pertaining to a SIS such as usability, performance, authentication, and security. Another group of papers, such as [20-22], only discussed limited SIS features for specific technologies like computer-telephony...
integration (CTI) and mobile phones. In [20], they used CTI and an interactive voice response system to allow students to register for courses. In this case the student starts by calling the system and, in turn, a computer responds back with a sequence of pre-recorded audio questions that the student needs to answer via the telephone’s keypad in order to complete the registration process. Whereas in [21] and [22], they introduced mobile phone applications to enable students to add and drop courses.

While in [23-41], the researchers only focused on the design of certain aspects of a SIS rather than the development of the system as a whole as in this paper. For example, in [23-26] the focus was on university course advising. While in [27-30], [31], [32], [33], [34], [35], [36], and [37] they only discussed designing e-learning features, lecturer performance, assessment in the classroom, course planning, problem based learning, recording class attendance, enrolling students into examinations, and sending email alerts to students respectively. Moreover, the database analysis and design aspect of a SIS was presented in [38] and [39]. Furthermore, in [40] and [41], the speedy courses registration transaction function and the challenges in implementing such systems were considered respectively.

The rest of the paper is organized as follows: the adopted software engineering processes and established software development team are presented in section 2; the basic phases in the SIS development process that is analysis, design, development, testing, and deployment phases are discussed in sections 3, 4, 5, 6, and 7 respectively; validation results are considered in section 8; and a summary as well as future work are provided in section 9.

2. SOFTWARE ENGINEERING PROCESSES AND PROJECT TEAM

In this section, the project management and software development processes that are based on the systems engineering basic profile in the ISO/IEC 29110 series [42] and adopted to accomplish the MyGJU Admin project are discussed. Furthermore, the anatomy of the team that was capable of implementing such a complex application is presented.

2.1. Project Management Process

This process is adopted to deal with issues like project size, cost, schedule, progress, review, release, and closure. The following measures were done to achieve the aforementioned goals:

- **Project Plan:** A project plan was first prepared and presented to the Dean’s council at GJU for discussion and then approval. Accordingly, it was decided to breakdown the project into three phases to be delivered after 12, 18, and 24 months from the start date of the project. The software modules to be delivered in each phase were also identified. Moreover, the resources and time needed to complete each software module were specified. Furthermore, the overall development, software, and hardware costs were estimated. It is worth mentioning that the approved plan also took into consideration the following factors: customer’s (registration and admission department) priorities, requirements size, university budget, university calendar, development team size, developers’ skills, and projected risks.

- **Project Progress:** A technical committee was formed to monitor and evaluate the project progress against the project plan based on a monthly progress report and feedback from the project manager. The project manager was responsible for publishing the monthly progress report, which shows the tasks breakdown for each software module in the project plan, tasks details, tasks assignments to developers, as well as the tasks anticipated and actual start and completion times. Furthermore, the project manager was responsible for presenting the project’s progress status to the Dean’s council once every 6 months.

- **Review Meetings:** Meetings were scheduled at least once a month between the development team and the customer to discuss the detailed requirements for each software module, change requests, functional specifications, input and output formats, data entry, test plans, and compliance with the requirements in the project plan. The meetings minutes were recorded and distributed to all participants for approval and feedback. All assignments were also tracked to guarantee their completion.

- **Version Control:** A version control strategy was specified to support the proposed three major deliverables and handle any intermediate software modifications. Accordingly, updates are usually deployed at off peak times (around midnight) with minimal down time (a few seconds). Moreover, all software modifications are documented and communicated to all parties upon every update.
Figure 1. The adopted software project management and development processes

Figure 2: The iterative and incremental software development process

- **Risk Management**: Project risks (due to holidays, developer’s incompetency, resignations, customer’s hindrance, hardware delivery delay, etc.) were anticipated and identified on a regular basis. Accordingly, solutions (e.g., overtime, training, hiring, meetings), resources (equipment, money), and personal (perform a needed task, manage the risk, or clear equipment from customs) to overcome the side effects of any risk were promptly proposed, provided, and delegated.

- **Disposal Plan**: A plan was proposed, discussed, approved, scheduled, and executed to discontinue the old system and replace it with the newly developed system with minimal down time.

2.2. **Software Development Process**

The iterative and incremental software development process (methodology) shown in Figure 2 was used to implement the MyGJU Admin application. Accordingly, the application was developed through repeated waterfall [43] cycles (iterations) for the software modules (increments) that were gradually addressed as time progressed. This process makes the development of a complex project much easier as it is accomplished in smaller and manageable increments. In addition, it allows specifying more requirements and leads to a more stable application between increments. Hence, it is suitable to build a large and complex application, like the MyGJU Admin, which is delivered in several phases and comprised of several separate software modules such as buildings, rooms, courses, courses sections, study plans, grades, and reports.

The measures taken in each phase in the waterfall cycles (iterations) for some of the developed software modules will be discussed in the subsequent sections. It is worth mentioning that the development team held regular (on a weekly basis) meetings to review the documents or plans (e.g., functional specifications, design specifications, source code samples, algorithms, reusable modules, testing plans, and deployment plans) for each phase.

2.3. **Team Anatomy**

The project team consists of a project manager (also lead, architect, and developer), four developers, a tester, a database administrator, a system administrator, and a network engineer. The educational backgrounds, experiences, skills, and roles of the team members are summarized in Table 1.
Table 1. Team anatomy

<table>
<thead>
<tr>
<th>Member</th>
<th>Degree</th>
<th>Experience</th>
<th>Roles</th>
<th>Skills</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project manager and lead</td>
<td>PhD</td>
<td>17 years in SW industry 5 years in academia</td>
<td>Manager, lead, architect, software development, and DB design</td>
<td>JSF, Java EE, Database</td>
</tr>
<tr>
<td>One developer</td>
<td>MS</td>
<td>10 years</td>
<td>Software development and DB design</td>
<td>JSF, Java EE, Database</td>
</tr>
<tr>
<td>Three developers</td>
<td>BS</td>
<td>3-5 years</td>
<td>Software development and DB design</td>
<td>JSF, Java EE, Database</td>
</tr>
<tr>
<td>Tester</td>
<td>BS</td>
<td>10 years</td>
<td>Software QA and testing</td>
<td>ERP senior user</td>
</tr>
<tr>
<td>DBA</td>
<td>BS</td>
<td>10 years</td>
<td>DBA</td>
<td>DBA</td>
</tr>
<tr>
<td>System Administrator</td>
<td>BS</td>
<td>10 years</td>
<td>Servers, storage, OS, VMs, application server, version control, backups, system security</td>
<td>Linux, Windows, MS Hyper-V, GIT, Backup Exec</td>
</tr>
<tr>
<td>Network Engineer</td>
<td>BS</td>
<td>7 years</td>
<td>Network VLANs and security</td>
<td>Cisco switches, ASA, and VLANs</td>
</tr>
</tbody>
</table>

Table 2. The academic and administrative user groups and some of their corresponding user roles.

<table>
<thead>
<tr>
<th>User Role</th>
<th>User Group</th>
</tr>
</thead>
<tbody>
<tr>
<td>Administrator</td>
<td>Administrative</td>
</tr>
<tr>
<td>Registrar</td>
<td>Administrative</td>
</tr>
<tr>
<td>Assistant Registrar</td>
<td>Administrative</td>
</tr>
<tr>
<td>President</td>
<td>Academic</td>
</tr>
<tr>
<td>Dean</td>
<td>Academic</td>
</tr>
<tr>
<td>Instructor</td>
<td>Academic</td>
</tr>
<tr>
<td>Teaching Assistant</td>
<td>Academic</td>
</tr>
<tr>
<td>Student</td>
<td>Academic</td>
</tr>
</tbody>
</table>

Figure 3. The use case diagram for the MyGJU Admin view

3. ANALYSIS PHASE

The requirements analysis phase involves specifying the workflows and features to be supported by the SIS and provided to its end users. The users of the MyGJU applications are subdivided into two groups: administrative and academic. Within each group, users might be assigned different roles (see Table 2) based on their needs and responsibilities. The administrative group contains administrators, registrars, and assistant registrars. While the academic group covers academic staff (e.g., deans, instructors, and teaching assistants) as well as students. Accordingly, the features of the MyGJU Admin tool target the administrative users, whereas the MyGJU system addresses the needs of the academic users. As the focus of this paper is on the MyGJU Admin application, we next consider its basic requirements and for completeness sake we also briefly discuss some of features of the MyGJU tool.
3.1. MyGJU Admin View

This application view is needed to automate and facilitate the daily tasks (e.g., setup, admission, course scheduling, registration, grades computation and viewing, and graduation) that are performed by the administrative staff of the admission and registration department at the GJU. The activities supported by the MyGJU Admin view are summarized in the use case diagram shown in Figure 3 and can be categorized into the following six groups: system setup, academic setup, students affairs, users affairs, financial affairs, and reports. The system setup group is discussed first and it supports the following features.

Managing buildings and rooms. The registrars need to add the university buildings in the system and then manage the rooms in each building (see Figure 4) in order to later schedule the course sections into their suitable rooms. This feature, for example, also allows a registrar to specify the names of the buildings, the number of floors in each building, the names of the rooms, the capacity of each room (see Figure 5), and the types of the available equipment in each room.

Managing faculties, departments and majors. Managing this information in the system is pivotal as each student is admitted to a faculty, department, and major. This capability, for example, enables the user to add a new faculty (e.g., School of Management and Logistic Sciences) to the existing list of faculties in the system, manage its corresponding departments (e.g., International Accounting and Management Sciences), and then manage the majors of each department.

Managing semesters and calendars. Based on this feature, a registrar can add a new academic semester and then specify its name as well as its start and end dates. In addition, he/she can define the periods of the various event types (e.g., registration, withdrawal, and grades submission periods) in the semester’s calendar (see Figure 6). Each calendar event controls when the users may or may not perform its respective operations. For example, registrars and students can only add and drop course sections during the Registration or Add/Drop periods. Whereas instructors may only submit the class grades during the Grades Submission period.

Managing countries. The user can use this capability to add countries and nationalities in the system. This data is needed, for example, to determine the tuition fees for the students as the tuition fees for the international students are usually more than those for the Jordanian students.

![Figure 4. The manage rooms screen in the MyGJU Admin view](image-url)
After completing the system setup tasks, the registrar needs to perform some of the academic setup activities that are discussed next.

**Managing courses.** This feature, for example, lets the registrar catalogue new courses, name a course, assign a code to a course, and edit the attributes of a course (e.g., credit hours, theoretical hours, practical hours, financial hours, type, and level). Besides, a course can be associated with a degree, faculty and department. Moreover, the user may define pre- and co-requisite courses as well as equivalent courses for any given course.

**Managing course sections.** The course sections scheduling task is considered as the basis for the registration process as the students will be enrolled only in the offered and available course sections. The registrars add, edit, and delete course sections based on the requirements that are provided to them by the various faculties at the GJU. The add course section feature in the MyGJU Admin (see Figure 7) is very flexible as it allows specifying the course section number, associating the course section with a course code, scheduling the course section on certain days and times, and assigning one or multiple instructors (e.g., a professor and a teaching assistant) to teach the course section. In addition, it allows allocating the course section to a room that accommodates the desired number of students (i.e., the entered course section capacity). Note that the MyGJU Admin automatically and on-the-fly populates the available rooms list with the rooms that fit the entered capacity and that are free on the desired days and times. Furthermore, it detects and reports any conflicts in the instructor’s schedule in advance.
Managing prerequisite tests and exempted language courses. The prerequisite tests are usually taken by the newly accepted students in order to evaluate, for example, their language skills. Based on the test scores, it will be decided whether or not to exempt a student from some of the language courses. Both of those capabilities are available in the MyGJU Admin tool.

Managing study plans. The student needs to be linked to a specific study plan when admitted to a faculty. The study plan states the graduation requirements that the student needs to satisfy. It consists of several sections. Each section includes several courses (see Figure 8). The student must complete the total required credit hours of each study plan section to eventually fulfill the study plan’s total required credit hours and hence be eligible to graduate. For example, based on the study plan shown in Figure 8, the students admitted to the Spatial Planning Master program need to finish 18, 9, 9, and 8 credit hours from the Compulsory Requirements, Graduation Projects, Free electives, and Remedial Courses study plan sections respectively to satisfy the study plan’s total credit hours of 44. Furthermore, note that the course sections that a student may enroll in depend on whether or not their corresponding courses are included in the student’s study plan. The MyGJU admin supports an easy to use wizard to enter the study plan basic information (e.g., name, effective year, degree, faculty, department, major, and total credit hours), define the study plan sections, assign courses to each study plan section, and define requisite courses for some of the courses in the study plan. Furthermore, it enables registrars to link students to their respective study plans.

Figure 7. The add course section screen in the MyGJU Admin view.
Study Plan Information

Study Plan: Spatial Planning Master 2012/2013
Degree: Master
Department: Spatial Planning Master
Active From: First Semester 2012/2013
Study Plan Credit Hours: 44
Faculty: School of Architecture and Built Environment
Major: Spatial Planning Master

Study Plan Sections

<table>
<thead>
<tr>
<th>Compulsory Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Course ID</td>
</tr>
<tr>
<td>SF710</td>
</tr>
<tr>
<td>SF740</td>
</tr>
<tr>
<td>SF750</td>
</tr>
<tr>
<td>SF780</td>
</tr>
<tr>
<td>SF791</td>
</tr>
<tr>
<td>SAB001</td>
</tr>
<tr>
<td>SAB002</td>
</tr>
</tbody>
</table>

Section Total Credit Hours: 18
Section Required Credit Hours: 18

Graduation Projects

| Course ID | Course Name | Pre requisites | Co requisites | Pre Tests | Credit Hours | Theoretical Hours | Practical Hours |
| SF798 A  | Master Thesis / Spatial Planning | 9 | 9 | 0 |
| SF798 B  | Master Thesis / Spatial Planning | 9 | 9 | 0 |
| SF798 C  | Master Thesis / Spatial Planning | 9 | 9 | 0 |
| SF798 D  | Master Thesis / Spatial Planning | 9 | 9 | 0 |

Section Total Credit Hours: 18
Section Required Credit Hours: 18

Free Electives

| Course ID | Course Name | Pre requisites | Co requisites | Pre Tests | Credit Hours | Theoretical Hours | Practical Hours |
| SF851    | Appropriate Technology | 3 | 3 | 0 |
| SF852    | Tourism Planning | 3 | 3 | 0 |
| SF853    | Special Topics in Urban Design and Urban Regeneration | 3 | 3 | 0 |

Section Total Credit Hours: 54
Section Required Credit Hours: 9

Remedial Courses

| Course ID | Course Name | Pre requisites | Co requisites | Pre Tests | Credit Hours | Theoretical Hours | Practical Hours |
| ABC041   | Urban Design | 5 | 5 | 0 |
| ABC044   | Urban Studies | 5 | 5 | 0 |

Section Total Credit Hours: 8
Section Required Credit Hours: 8

Figure 8. The study plan screen in the MyGJU Admin view

Figure 9. The acceptance screen in the MyGJU Admin view
Upon finishing the system and academic setup activities, the registrar is required to conduct some of the following student affairs related tasks.

**Managing admission applications.** The prospective students may apply to one of the GJU degree programs by submitting an online admission application. The registrars accept or reject those applications based on the decision of the admission committee. An admitted student should be assigned a program, faculty, department, major, study plan, username, as well as an automatically generated student identification number (see Figure 9).

**Managing student details.** The registrar needs to manage the following student data: personal and academic information, schedules, grades, transcript, semester status, hold status, academic notes, transfer credit, substitute courses, prerequisite tests grades, and exempted courses.

**Major transfers.** The MyGJU Admin enables a registrar to transfer a student to another major. In that case, the system automatically transfers or exempts courses from the current student transcript based on whether or not the courses are in the study plan of the new major.

**Registration and withdrawals.** The registrar should be able, when needed, to add, drop, and withdraw courses on behalf of the students.

**Processing Grades.** The MyGJU Admin supports the following features related to grades: posting the submitted grades to the transcripts of the students, calculating the GPA for each student, viewing the transcripts, and editing the grades in a transcript.

**Graduation.** The MyGJU Admin enables registrars to find the expected to graduate students, graduate the students that completed the graduation requirements specified in their corresponding study plans, and generate the certificates for the graduating students.

In regard to the user affairs group, the MyGJU Admin supports the following activities: managing the users’ (e.g., administrators, registrars, and instructors) accounts, managing the users’ roles, and viewing the academic advisors.

As far as the financial affairs related tasks, the system allows the registrars to view tuition fees, view scholarships definitions, and link students to their scholarships. Noting that the fees and scholarships are defined by the accountants in the AIS, which is not discussed in this paper.

The MyGJU Admin also enables the registrars to generate various custom reports that aid in academic planning, monitoring, evaluation, and decision making. In addition, it uses a state-of-the-art graph coloring based integer linear programming (ILP) approach to generate a conflict free (e.g., a student cannot have two exams at the same time, a student should not have more than two exams in the same day) final exams timetable. Furthermore, it allows registrars to manage room bookings.

### 3.2. MyGJU Student View

This view targets the primary end users (i.e., the students) and its details are not considered in this paper. Using this application view, a student may view his/her academic information, study plan, schedule, grades, transcript, tuition fees, financial statement of account, as well as all the offered course sections in a given semester. In addition, students can add and drop courses during the registration period and they must evaluate their instructors at the end of each semester. The evaluation scores are considered by the university administration as one of the important factors that can be used to measure the instructors’ performance and to review the educational process.

### 3.3. MyGJU Instructor View

The details of this view are not discussed in this paper, but it basically allows an instructor to view his/her personal information, schedules, and evaluations. Also, an instructor may manage the grades of his/her students, and may view all the offered course sections in a semester. Whereas the instructors who are given extra academic roles (e.g., advisors, chairs, or deans) may also view the information (e.g., study plans, transcripts, and financial statements) of their respective students in order to monitor their progress and to provide them with proper academic guidance. Furthermore, a dean or chair may also
perform extra administrative tasks such as increasing the capacity of a course section, approving or rejecting the submitted grades, assigning students to advisors, and generating various academic reports.

4. DESIGN PHASE

Designing an enterprise application is a daunting task because it requires specifying many UI screens and usability flows, identifying hundreds of modules and determining the relationships amongst them, and then connecting everything together in order to realize the desired application features. Therefore, a divide and conquer design strategy is very suitable in this case. Accordingly, the design problem is divided into several manageable parts, designing them independently, and merging the partial designs into a solution for the whole problem. In the rest of this section, we first present the adopted three-tier application architecture, and then we demonstrate how the divide and conquer strategy is applied to design each tier.

4.1. Three-Tier Web Application Architecture

The MyGJU Admin is an enterprise web application that is developed using the Java EE APIs [44]. Specifically, it is a distributed client-server application that is based on a three-tier architecture. Hence, its functionality is separated into three major tiers: client, web, and data (see Figure 10). Each tier has its own responsibilities and is distributed to a different physical location in a computer network. The three application tiers are discussed next.

Client Tier: This is the front-end (i.e., graphical user interface) of the web application. Specifically, in this case, it is the HTML pages (i.e., screens) that the user interacts with to login and use the supported application features. The HTML pages are displayed in the web browser that runs on the user’s device (e.g., laptop, desktop, or smartphone). The web browser uses the HTTPS protocol to securely communicate with the web tier over a computer network.

Web Tier: In this case, it is the MyGJU Admin application that is deployed on the Java EE application server, which is hosted on the machines in the data center. The application is comprised of JavaServer Faces (JSF) pages [45], managed beans, and Java classes. The JSF pages contain JSF, HTML, and PrimeFaces [46] elements. The state of each JSF page is stored in its corresponding managed bean. The JSF framework acts as the controller in the Model View Controller (MVC) design pattern and hence it connects the View (JSF pages) to the Model (managed beans). The managed beans implement the application logic and use Data Access Objects (DAOs) to query or update the data in the data tier. A DAO uses the Java Database Connectivity (JDBC) API [47] to interact with the database. The web server translates each JSF page to an HTML document and sends it back to the browser for display. Furthermore, the JSF framework supports other services such as data conversion, validation and error handling, as well as internationalization (supporting multiple languages) and Ajax.

Data Tier: The application data is stored in database tables and is managed in the data tier. The tables are managed by a database management system (DBMS) that is hosted on a database server. The web application interacts with the DBMS to query or update the data.
4.2. Client Tier Design

The client tier design maps to designing the user interface (UI) of the web application. The main goal of the UI design in this context is to allow the user to perform all the functional activities in the use case diagrams that were introduced in the requirement analysis phase. Accomplishing that goal, usually requires tens of sub menus and hundreds of screens. Hence, special care should be taken to simplify that design process and to make sure the resulting UI is effective, efficient, and easy to use.

The complex UI design can be simplified by breaking it into high and low level designs. The menu design is considered as the high-level structural design, while the design of the screens that are associated with each menu item is considered as the low-level detailed design. Therefore, the menu organization plays a key role in simplifying the UI design (by subdividing the problem into several manageable parts i.e., the menu items and their corresponding screens) and enhancing the user experience (by allowing the user to quickly find the menu items to perform the desired tasks).

For example, the menu bar for the MyGJU Admin tool (see Figure 11) was designed to allow easy access to the aforementioned six functional groups of tasks and to reflect the order by which those tasks may be performed by the registrars. Based on that, the menus for the preparatory system and academic setup groups were placed in the beginning of the menu bar. Then came the Students Affairs, Users Affairs and Financial Affairs menus, while the Reports menu was placed at the end of the menu bar according to their usage order as discussed earlier. The same applies to the order of the items in each menu. For example, a registrar may first admit some students, then check their academic details, next add or drop courses for a student, later post the grades of all students, and finally graduate some students. Accordingly, the Admission, Student Details, Registration, Grades, and Graduation menu items under the Students Affairs menu were ordered as shown in Figure 11.

An outcome of the menu design is the mapping of each group of related tasks to a corresponding menu item. Consequently, the screens related to each menu item can be considered as an independent group of screens that can be easily identified and designed. For example, the screens to manage buildings and rooms, manage the calendar events, manage course sections, manage admission applications, and enter grades are accessed from different menu items and hence can be easily designed independently of each other.

Furthermore, to enhance the user experience, each screen was designed to be clear, legible, and concise as illustrated in Figures 2-7. In addition, each screen can be accessed from one entry point (e.g., menu item, link, or button), and the number of steps and screens needed to accomplish a certain task were reduced as much as possible. Moreover, all similar screens were designed in a consistent manner. For example, all the manage screens contain a table of selectable rows (see Figure 4). The footer of the table contains the buttons that apply to a selected row (e.g., Edit, View, and Delete). While, the Add and Back buttons are usually located at the end of the screen as they are independent from the data in the table. Maintaining a consistent UI also required having consistent labels, messages, style (e.g., font, color, size, and background), icons, UI elements, element placement (e.g., buttons and menu placement), and behavior (e.g., what to expect in case of an error).
4.3. Data Tier Design

The design of the data tier is basically the database design. The database for the MyGJU Admin system is huge and is comprised of about 250 tables and views. Again, the complex database design process was simplified by splitting the tables into independent groups, designing each group of tables independently from its counterparts, and then establishing the relationships amongst the tables in the different groups to complete the whole database design. Logically, the table group identification is based on the UI organization. Therefore, the related screens that are associated with a menu item to accomplish a specific functional task will usually be associated with a group of related database tables.

For example, the Entity-Relationship (ER) diagram shown in Figure 12 captures the relationships amongst the database tables for some of the features in the MyGJU Admin view such as the manage buildings and rooms, manage course sections, registration, and entering grades. In an ER diagram an entity (i.e., table) is represented via a box, while any two related entities are connected via a line that has different shapes at its ends to represent the cardinality of the relationship (e.g., one-to-many, many-to-many, and one-to-one). Moreover, each entity in the ER diagram may be annotated with its corresponding attributes. For example, the attributes of the room entity (e.g., identifier, building, type, name, capacity, and faculty) may be specified as shown in Figure 13.

Based on the example ER model, a building may contain many rooms (i.e., one-to-many relation), but a room belongs to one building (i.e., one-to-one relation). In addition, a course may have many course sections, but each course section is associated with one course. A course section can have multiple instructors (e.g., professor and teaching assistant) and schedules (e.g., different start and end times on different days). Moreover, a student may have one registration schedule (i.e., one record in the REG_MASTER table) per semester, while a registration schedule can be associated with the course sections that the student is enrolled in (note that each association between a student and a course section is recorded in the REGDETAILS table and is linked to the corresponding record in the REG_MASTER table). Furthermore, an instructor may conduct several exams in a course section (e.g., first, second, and final), but he/she can enter only one grade for each student per exam.

Besides, the ER diagram illustrates how the different groups of tables were associated with each other in a step to complete the whole database design. For example, the registration tables were associated with the manage course sections tables via the crow foot linking the REGDETAILS and COURSESECTION entities. While, the crow foot between the COURSESECTION_SCHEDULE and ROOM entities associated the manage course sections tables with the manage buildings and rooms tables.
4.4. Web Tier Design

The design of the web tier depends on the design of the client and data tiers, hence it is discussed last in this section even though the web tier is located in the middle of the application’s architecture stack. In this tier, each front-end screen is usually associated with a managed bean class, while each back-end table is mapped to a model class. During the design phase, the structure of those classes can be described using class diagrams, whereas a snapshot of the instances of those classes at a certain time may be captured using object diagrams. While an activity diagram, for example, may be used to describe the needed application interaction and logic to accomplish a certain task or a set of related tasks. The application interaction shows how the user interacts with the application to achieve a specific goal. While the application logic describes how the application processes the client’s requests, communicates with the database (if needed), and then sends the responses back to the client to deliver the desired service.

This design methodology is used to describe the various task flows in the MyGJU applications. Typically, one or several task flows might be associated with a group of related screens that support some of the offered features (e.g., manage course sections and registration). For example, we next discuss how the registration flow in the MyGJU Admin application was designed using this methodology (note that the registration flow from the MyGJU student view is different and will be presented in another paper).

The three screens that are used in the registration flow in the MyGJU Admin are shown in Figure 14, whereas the activity diagram for that flow is shown in Figure 15. For simplicity of presentation, note that the activity diagram only spanned the client and web tiers, but it did not cover the data tier despite the fact that the web tier usually communicates with it to query or update the data. Moreover, a registrar (client) may navigate to (i.e., reach the starting point of the activity diagram) the Student Registration screen (top screen in Figure 14) from the Registration sub menu shown in Figure 11.
Based on the shown activity diagram, when a registrar enters a student Id and clicks the Search button in the Student Registration screen, the client’s browser sends the entered student Id within a search request to the web tier for processing. If the student Id is valid (e.g., Id is numeric, Id exists, the student account is active, the student is not dismissed from university, and the student did not graduate yet), the web tier (specifically the responsible managed bean object) retrieves the student’s schedule (i.e., the list of course sections that the student is enrolled in) from the database and sends it back to the registrar’s browser for display. Otherwise, it displays an error message on the top of the Student Registration screen explaining what went wrong. When the Student Current Schedule screen (the middle screen in Figure 14) is displayed, the registrar may perform the following actions: select and then drop a course section from the student’s schedule (by selecting a row and then clicking the Drop button), print the student’s current schedule (by clicking on the Print button), go back to the previous page (by clicking on the Back button), or navigate to the Offered Course Sections screen (by clicking on the Offered Course Sections button). After a registrar navigates to the Offered Course Sections screen (bottom screen in Figure 14), he/she can enter a course code (e.g., CE391) and then click the Search button to send a search request to the web tier for processing. The managed bean object in the web tier, in turn, retrieves all the course sections (if any) for the received course code from the database and sends them back to the browser for display. Now, the registrar may try to enroll the student in one of the offered course sections by clicking on the Add link of the desired course section. In response to that, the browser sends an add course section request to the web tier to enroll the student in the selected course section, if possible. The student will be enrolled in the selected course section only when all the following conditions are satisfied: the course section’s capacity is not exceeded, the student’s account or scholarship (if any) balance is enough to cover the cost of the course, and the total credit hours in the student’s schedule did not exceed the maximum allowed credit hours. Accordingly, if the course section is added successfully to the student’s schedule, the web tier rebuilds the new student schedule and sends it back to the browser for display. Otherwise, it displays an error message on the top of the Offered Course Sections screen informing the registrar of what happened so he/she may try to enroll the student in another course section, if desired.
It is worth mentioning that when the web application uses JSF pages, the web server performs several pre-processing steps ahead of sending a reply back to the browser. For example, to send the student’s schedule back to the browser, the JSF framework on the web server generates the HTML document that encapsulates the student’s schedule table by rendering (encoding) each JSF element in the corresponding JSF page to an HTML element. The web server, in turn, packages the generated HTML document in an HTTP response and sends it back to the browser at the client side for display.

5. DEVELOPMENT PHASE

Implementing the features associated with one or several screens in a three-tier web application usually requires developing the following basic components:

**JSF Pages:** A JSF page is considered as the view layer in the web tier. In our case, it may contain a combination of HTML, JSF, and PrimeFaces elements (tags) to represent the UI components (e.g., form, table, calendar, button, text field, and checkbox) in a certain page (screen) in the system.

**Managed Beans:** A managed bean is a special Java class that is managed by the web container. In other words, the web container instantiates, destroys, and manipulates the managed bean object. Each JSF page in the application is usually associated with a managed bean to store its state and to handle its business logic. Therefore, a managed bean has attributes to store the values of the UI components that comprise its corresponding JSF page. Besides, it implements several methods to support the following functions: get and set the values of the UI components, validate the UI components’ data, and handle the events fired by the UI components. Based on that, a managed bean represents the model layer in the web tier, while the web container is considered as the controller layer in the MVC design pattern.

**Entities:** The definition of each database table is mapped to a corresponding entity class in order to enable a Java program to access the table’s data. Hence, an instance of a certain entity class would map to a row in its corresponding table, while attributes in that instance would map to individual cells in its row. This mapping process is called Object Relational Mapping (ORM) and it can be automated using tools like Hibernate [48].

**Data Access Objects (DAOs):** A DAO is a Java object or API that is usually used by a managed bean (in the web tier) to interact with the data tier i.e., the database. For example, a DAO would contain methods to query, add, delete, or update a row in a database table. It uses the JDBC API to access the database and return the retrieved row data as entity objects back to the calling managed bean for processing.

Next, for example, we show the implementation details for the basic application components that pertain to the manage rooms feature. Then, we discuss the implementation choices that may affect the performance of the application.

5.1. Basic Components Implementation

The partial JSF page for the manage rooms screen is shown in Figure 16. It shows the dataTable element (a PrimeFaces component) and some of its attributes starting at line 2. In addition, the column element for the roomID column and the commandButton element for the View button are shown starting at line 10 and line 15 respectively. Whereas, the unseen elements for the rest of the table columns and buttons are developed in a similar manner as their shown counterparts. The table rows are stored in, and accessed from, the roomsList attribute in the managed roomsBean instance (at line 3). While, the selected table row (i.e., the selected room) is saved in the selectedRoom attribute in the roomsBean object (at line 5). Furthermore, table pagination is enabled and a default number of rows per page is set to ten at line 6 and line 7 respectively. Moreover, the viewSelectedRoom method would be invoked on its roomsBean object to handle the click View button action event as shown at line 17.

The partial Java code for the managed RoomsBean class that is associated with the manage rooms page is shown in Figure 17. The @Named annotation at line 1 is used so that the RoomsBean instance would be treated by the web container as a CDI (Context Dependency Injection) managed bean. While the @ViewScoped annotation at line 2 means that the managed bean has a view scope (lifetime). The web container instantiates a view scoped bean when the user navigates to its corresponding JSF page.
(i.e., the manage rooms page in this case) and keeps it alive as long as the user is interacting with that same JSF view. Once the user navigates to a different page, the web container discards the managed bean to free up the server’s memory. Consequently, using view scoped beans rather than request scoped beans also improves the application’s performance because the container would not rebuild them on every post back to the same view.

In addition, the code at lines 4 and 5 (in Figure 17) injects the ScratchBean instance into a RoomsBean object. A ScratchBean is a session scoped bean that lives and holds its data as long as its established session. It is developed to allow a view scoped bean to pass data to another bean before it goes out of scope. For example, the user may select a building in the manage buildings screen (not shown here) and then navigate to the manage rooms page to view the selected building’s rooms. Since the ManageBuildings bean (not shown here) is also view scoped, it first saves the selected buildingId (which is needed by the bean of the next page) in the scratchBean instance so it will not be discarded upon navigating to the manage rooms page. Consequently, after constructing the RoomsBean object, the init method (at line 11) would be invoked to get the saved and needed buildingId from the scratchBean object (at line 12), instantiate a RoomsDao object (at line 13), and pass the buildingId to the buildRooms method to retrieve the rooms of the previously selected building from the database (at line 14). Similarly, for example, a RoomsBean instance would save the selected roomId in the scratchBean instance (at line 19) ahead of being trashed by the web container upon navigating to the view_room page (at line 20), which needs that data to retrieve (from the database) and then view the information of the selected room.

The partial Java code for the Room class is shown in Figure 18. It corresponds to the ROOM table shown in Figure 13. While the partial Java code for the RoomsDao is shown in Figure 19. The RoomsDao provides methods to query and manipulate (i.e., insert, delete, and update) the data in the ROOM table. In this example, we only show the buildRooms method that starts at line 2 (which is used in the init method of the RoomsBean class) to illustrate how the DAO interacts with the database via the JDBC API to build an ArrayList of Room instances (i.e., room rows) for the selected building. At line 4, the parent (i.e., GeneralDao class) getConnection method is invoked to get a connection to the database. Then at lines 7-9, the SQL query to obtain the building’s rooms is constructed. Next at lines 10-12, a PreparedStatement object is used to execute the SQL query and obtain the ResultSet object.. Then at lines 14-19, the attributes of each Room instance are populated with the values of the columns of each corresponding table row. At line 20, a Room instance gets added to the rooms list. Finally at lines 22-24, the database resources are released.
5.2. Application Performance Considerations

It is worth mentioning in this context that table pagination in combination with lazy loading should be used to view large data tables in order to improve the performance of the application. In that case, the managed bean will retrieve only the number of rows of the selected table page (which is usually a small number e.g., it is 10 rows per page in Figure 4) as opposed to querying all the rows in the table, which in some cases can be in the range of tens of thousands of rows. Consequently, that makes the application more efficient as it reduces the demand on the database and limits the amounts of data transmitted over the network and then cached in the web tier memory.
In addition, it is obvious that the choice of the managed beans scopes may affect the performance of a distributed web-application with thousands of users. Therefore, the view scoped beans should be used for all the Ajax-enabled pages that need to save the page state across several post backs to the same view, while a limited number of session scoped beans should be used to store a small size of scratch data and logged-in user information (e.g., username, full name, preferences, and role) for the lifetime of the session. Accordingly, the memory consumption is optimized as the data is kept in memory only as long as it is needed. Furthermore, the CPU usage is reduced as the unnecessary and possibly time consuming data reloads are avoided.

The web application cannot open a connection to the database for every page request as that can be time consuming. Moreover, the application cannot keep open a large number of connections to the database as they consume the resources of the database server and the limit that the database usually puts on the maximum number of concurrent connections can be reached. Such problems are solved by setting up a JDBC connection pool in the Java EE web application server. Consequently, a DAO can obtain an already opened connection object from the available connection objects in the connection pool (see Figure 20). When the connection object is no longer needed by the DAO and the close method is invoked on it (as shown at line 24 in Figure 19), the open connection object will be returned to the pool, but not closed, so it can be reused by another DAO. Accordingly, the connection pool minimizes the time to get a database connection object. The parent GeneralDao class that is extended by all the application’s DAOs implements the getConnection method that starts at line 3 in Figure 21. At line 5, a data source object is obtained from the JDBC connection pool. Then at line 6, the getConnection method of the data source object is called to obtain a connection object from the connection pool.

6. TESTING PHASE

Testing such a complex system can be simplified by performing the tests at different levels during and after the software implementation phase. The three standard levels of software testing that we followed are discussed next.

6.1. Unit Testing

At this testing level, each software component (i.e., unit) was tested in isolation from other components to decide whether each unit operates as specified. A software unit can be a method in a class, a class as whole (e.g., managed bean, entity, or DAO), and a JSF page (i.e., a screen) and its underlying code. All components were tested to determine whether they work correctly in all scenarios (functionality), complete in a reasonable time (performance), handle invalid input gracefully (robustness), and support both English and Arabic (internationalization). Whereas, each UI page was also tested to check if it is easy to use (usability) and behaves the same in all browsers (compatibility). The unit tests were performed by each respective developer while implementing the corresponding components. Hence, they allow identifying and fixing software faults at an early stage in the development cycle, which leads to the following benefits: strengthens the software foundation, minimizes the time to integrate the various components as they are already tested and functional ahead
of that stage, and reduces maintenance costs as it is more expensive to fix a fault in the final phases of the software engineering cycle as opposed to repairing it in the initial phases.

6.2. Integration Testing

In this case, the integrated and related software components (e.g., manage buildings and rooms screens, manage course sections screens, registration screens, etc.) were each tested as a group to verify if they function correctly and perform as expected when they interact with each other. Progressively the verified modules that will be used in a sequence of a certain workflow were combined and tested to determine how they act in a larger group. For example, a workflow test may start by adding a new room in the system (in the manage rooms module), then assigning a course section to that room (in the manage course sections module), and finally adding students to that course section (in the registration module). Such tests were conducted initially by the development team and later by the quality assurance (QA) engineers either manually or automatically using tools like Selenium [49].

6.3. System and Acceptance Testing

This level deals with testing the MyGJU Admin application as a whole. We performed three types of tests at the system level: load, alpha, and beta. The load test is a non-functional test that was conducted ahead of releasing the system to gain confidence in the ability of the application to scale up and service many concurrent users in a fast and reliable manner under normal and heavy load conditions. We ran several automated load tests in which we increased the number of concurrent users as follows: 50, 100, 250, 500, and 1000. We also varied the think times, inter-arrival times, and workflows to mimic various realistic scenarios. Whereas, the alpha and beta tests were conducted by technical employees and end users respectively to find software defects and to make sure that the system is easy to use and meets the functional requirements ahead of its release. The developers, QA engineers and the IT engineers in the computer center participated in the alpha testing. Subsequently, the registrars as well as the instructors and students of the school of architecture and built environment at the GJU were chosen to use and test the beta version of the application during the summer 2015/2016 semester. Such tests were very effective as the majority of the features and workflows in the system were used and exercised in realistic scenarios by the various testers. The feedback of the testers as well as the results of the various tests were all immediately incorporated and addressed in the system. Accordingly, the application was successfully launched in the first 2015/2016 semester with a lot of positive feedback received from the end users regarding its capabilities, ease of use, performance, and reliability.

7. DEPLOYMENT PHASE

The system requirements, application security, as well as user authentication and authorization are important topics that we addressed in the system deployment phase and hence are discussed in the following subsections.

7.1. System Requirements

In order to efficiently run the MyGJU Admin application, several hardware and software requirements must be satisfied. First, the web application and database have to run on powerful servers with enough cores (in our case its 24 cores each) and memory size (32 GB each). Besides that, the servers should be connected to network switches via high bandwidth links (10 Gbps links). Whereas, several web application server and DBMS settings must also be fine-tuned. The settings of the following application server resources need to be considered: JDBC connection pool, network listeners, thread pool, and Java virtual machine (JVM). In addition, DBMS settings such as number of connections, number of cursors, and size of buffer cache should be optimized. The system requirements are usually determined based on the observed resource utilization when running a load test for that purpose and while the actual application is deployed.

7.2. Application Security

The following security schemes are applied to protect the MyGJU application servers from any unauthorized access:

- The secure Linux operating system is installed on all servers.
- All unnecessary services on all machines are turned off.
- The operating systems and applications are always patched with the latest hotfixes to close any
vulnerabilities that may be exploited by hackers.

- Anti-virus and anti-spyware software is installed on all computers to protect them from such threats.
- Several security policy rules are defined on the firewall (see Figure 22) to: restrict access from the Internet to the servers on the Intranet (e.g., the MyGJU Admin and database servers), permit only specific users (e.g., system and database administrators) on the Intranet (i.e., from the inside) to access the MyGJU Admin and database servers, permit all users to access the MyGJU server in the demilitarized zone (DMZ) only via the server’s public IP address and the HTTPS service port.
- A strong password policy is enforced on all users and administrators to avoid compromising any of their accounts.

Moreover, the application DAOs interact with the database via the JDBC PreparedStatement API in order to prevent SQL injections. In addition, the https protocol is enabled in the application server to secure the communication channels between the clients and the application.

### 7.3. User Authentication and Authorization

The setup of the user accounts is a very important aspect to consider before releasing the system. In that regard, we implemented a Single Sign-On (SSO) authentication process that allows a user to login to the MyGJU tools as well as other key applications (e.g., E-Mail, E-Learning) using the same credentials (i.e., using one username and password). That saves users from having to memorize many passwords and reduces helpdesk cost by minimizing the requests for password resets. The Microsoft Active Directory (AD) [50] is used at the GJU as a directory service to store and verify the login credentials of all staff members and students. For security purposes, the information of the staff members and students are placed in different organizational units respectively within the GJU domain in the AD. Besides that, the Lightweight Directory Access Protocol (LDAP) [51] is used by the MyGJU Admin tool via the Java Naming and Directory Interface (JNDI) [52] to communicate with the AD for user authentication.

A partial code snippet for the authentication code is shown in Figure 23. At lines 1, 2, and 3-4 the search base, filter, and controls are initialized respectively. At line 5 the env Hashtable object is instantiated and then populated with the username, password, and ldapURL (contains the ldap server IP address and port) objects at lines 6, 7, and 8 respectively. Then, the ctx DirContext object is instantiated at line 9. Consequently, the search method is invoked on the ctx object at line 10 in order to find the mailNickname attribute as shown at lines 11-13. If the mailNickname attribute is not null as checked at line 14, then the user is considered authenticated. Otherwise, the user login fails.

After authenticating a user in the AD, the user information that is stored in the MyGJU Admin database is used by the system for authorization purposes. For example, a registrar will be denied access to the MyGJU Admin if his/her account does not exist or is inactive.

![Figure 22. The firewall and network setup for the MyGJU applications](image1)

![Figure 23. A partial code snippet for the MyGJU authentication code](image2)
8. VALIDATION AND RESULTS

The results of the conducted system measurements and user survey are discussed in the following subsections to illustrate that the system is feature rich, fast, reliable, stable, available, scalable, and easy to use.

8.1. Measurement Results

The system provided several capabilities to permit the registrars to complete all the needed basic tasks as summarized in Table 3. Based on that, it enabled the registrars to accept 1488 new students, complete the major transfers for 154 students, open 3973 new course sections, withdraw courses for 831 students, and graduate 563 students. In addition, it allowed both registrars and students to complete 81842 add and drop course section operations. Moreover, it enabled instructors to enter 42268 grades.

The mean and standard deviation (stddev) of the elapsed times it took registrars to perform some common tasks in the fall 2016/2017 semester are reported in Table 4. Accordingly, it took a registrar about 52 seconds (on average) to open a new course section using the screen in Figure 7. Hence, it only took registrars about 17 hours (on average) to open all of the course sections (i.e., 1164 course sections) for that semester, which indicates that registrars accurately achieved this basic task with ease and in a short time. Whereas, registrars were able to compute the GPA for any student and view any study plan in less than 2 seconds and 1 second (on average) respectively (i.e., almost at the click of a button). While, they enrolled students in course sections using the flow discussed in subsection 4.4 in about 16.4 seconds (on average) per operation (i.e., an add course section operation). It is worth mentioning that in these cases the elapsed time may include think time, entry time, communication time, and execution time. Furthermore, the mean and stddev values were computed based on the measured elapsed times of all the operations to perform each respective task of interest. For example, the mean and stddev values in the Add Course Section column in Table 4 were computed based on the elapsed times (shown in Figure 24) to complete each of the 564 add course section operations that were performed by registrars on behalf of students during the registration period for the latest fall semester.

The total number of user sessions per day since the launch of the system in September 2015 till the end of November 2016 are shown in Figure 25. As far as the seven peaks in Figure 26, they are related to the registration and grades submission periods in the fall, spring, and summer 2015/2016 semesters as well as the registration period in the fall 2016/2017 semester.

Table 3. The number of performed basic tasks since the launch of MyGJU till the end of November 2016

<table>
<thead>
<tr>
<th>#</th>
<th>Admission</th>
<th>Major Transfers</th>
<th>Study Plans</th>
<th>Course Sections</th>
<th>Registration</th>
<th>Withdrawals</th>
<th>Grades</th>
<th>Graduation</th>
</tr>
</thead>
<tbody>
<tr>
<td>#11488</td>
<td>154</td>
<td>30</td>
<td>3973</td>
<td>81842</td>
<td>831</td>
<td>42268</td>
<td>563</td>
<td></td>
</tr>
</tbody>
</table>

Table 4. The mean time and standard deviation to perform some of the basic tasks using the MyGJU Admin

<table>
<thead>
<tr>
<th>New Course Section</th>
<th>Compute Student GPA</th>
<th>View Study Plan</th>
<th>Add Course Section</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean</td>
<td>Stddev</td>
<td>Mean</td>
<td>Stddev</td>
</tr>
<tr>
<td>Time (seconds)</td>
<td>51.988</td>
<td>13.754</td>
<td>1.848</td>
</tr>
</tbody>
</table>
The total number of faults and enhancements that were addressed by the development team every month since the release of phase one of the system at the end of September 2015 till the end of November 2016 are shown in Figure 27. It is worth noting that phase two and three of the project were completed within that time period, as according to the development plan that was mentioned in subsection 2.1 they were supposed to be delivered six and twelve months after phase one (i.e., end of March and September 2016 respectively). Based on that, the higher number of updates during the first six months (i.e., October 2015 to March 2016) can be attributed to the incremental delivery of phase
two and the initial feedback from the users. While as the new development winded down and most of the encountered faults were fixed, the number of desired updates significantly decreased in the last five months indicating the high level of stability and reliability that the software has reached at this point.

8.2. MyGJU User Survey and Results

A MyGJU application user survey that targeted both students and registrars (i.e., application administrators) was conducted over a three weeks period. The questionnaires shown in Table 6 (for students) and Table 7 (for registrars) were about the MyGJU experience (question 1), performance (question 2), reliability (question 3), stability (question 4), availability (question 5), and ease of use (questions 6-8). The answers to each question were based on a five points Likert scale [53] as shown in Table 5. The students and registrars survey results found in Table 6 and Table 7 respectively show that 1409 students and 14 registrars participated in each survey. For each question, the number of responses to each answer point, total number of responses to the question, and overall question score are shown. Moreover, the total responses to all questions points and questions as well as the overall survey score are provided in the last row in each table.

Table 5. The question answers and the answer scores based on a five points Likert scale

<table>
<thead>
<tr>
<th>Answer Score</th>
<th>Strongly Agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly Disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5</td>
<td>4</td>
<td>3</td>
<td>2</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 6. The students survey results

<table>
<thead>
<tr>
<th>#</th>
<th>Question</th>
<th>Answers</th>
<th>Total Answers</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MyGJU is much better than the previous system</td>
<td>638</td>
<td>1366</td>
<td>4.22</td>
</tr>
<tr>
<td>2</td>
<td>MyGJU is fast</td>
<td>344</td>
<td>1366</td>
<td>3.88</td>
</tr>
<tr>
<td>3</td>
<td>I faced very few errors while using MyGJU</td>
<td>338</td>
<td>1360</td>
<td>3.84</td>
</tr>
<tr>
<td>4</td>
<td>MyGJU is stable</td>
<td>357</td>
<td>1366</td>
<td>3.96</td>
</tr>
<tr>
<td>5</td>
<td>I can access MyGJU almost any time</td>
<td>492</td>
<td>1366</td>
<td>3.99</td>
</tr>
<tr>
<td>6</td>
<td>MyGJU is very easy to use</td>
<td>518</td>
<td>1409</td>
<td>4.20</td>
</tr>
<tr>
<td>7</td>
<td>I can accomplish tasks using MyGJU with very few steps (clicks)</td>
<td>303</td>
<td>1365</td>
<td>3.88</td>
</tr>
<tr>
<td>8</td>
<td>The user interface (tabs, menus, screens) is modern, consistent, and user friendly</td>
<td>312</td>
<td>1365</td>
<td>3.90</td>
</tr>
<tr>
<td></td>
<td>All Questions</td>
<td>3302</td>
<td>10963</td>
<td>3.9997</td>
</tr>
</tbody>
</table>

Table 7. The registrars survey results

<table>
<thead>
<tr>
<th>#</th>
<th>Question</th>
<th>Answers</th>
<th>Total Answers</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MyGJU is much better than the previous system</td>
<td>7</td>
<td>14</td>
<td>4.42</td>
</tr>
<tr>
<td>2</td>
<td>MyGJU is fast</td>
<td>8</td>
<td>14</td>
<td>4.29</td>
</tr>
<tr>
<td>3</td>
<td>I faced very few errors while using MyGJU</td>
<td>6</td>
<td>14</td>
<td>4.07</td>
</tr>
<tr>
<td>4</td>
<td>MyGJU is stable</td>
<td>7</td>
<td>14</td>
<td>4.29</td>
</tr>
<tr>
<td>5</td>
<td>I can access MyGJU almost any time</td>
<td>9</td>
<td>14</td>
<td>4.50</td>
</tr>
<tr>
<td>6</td>
<td>MyGJU is very easy to use</td>
<td>8</td>
<td>14</td>
<td>4.29</td>
</tr>
<tr>
<td>7</td>
<td>Adding a course section is simple and quick</td>
<td>6</td>
<td>14</td>
<td>4.00</td>
</tr>
<tr>
<td>8</td>
<td>The registration flow is simple and informative</td>
<td>6</td>
<td>14</td>
<td>3.92</td>
</tr>
<tr>
<td></td>
<td>All Questions</td>
<td>57</td>
<td>112</td>
<td>4.22</td>
</tr>
</tbody>
</table>

Table 8. The percentages of all the students and registrars survey answers

<table>
<thead>
<tr>
<th></th>
<th>Strongly Agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly Disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Students</td>
<td>30.12%</td>
<td>49.71%</td>
<td>13.33%</td>
<td>3.70%</td>
<td>3.14%</td>
</tr>
<tr>
<td>Registrars</td>
<td>50.89%</td>
<td>27.68%</td>
<td>16.07%</td>
<td>3.57%</td>
<td>1.79%</td>
</tr>
</tbody>
</table>
Based on the results in Table 6 and Table 7, it is clear that the majority of students (1122 out of 1366 responses i.e., 81% of the responses) and registrars (13 out of 14 responses i.e., 93% of the responses) strongly agreed or agreed that MyGJU is much better than previous commercial system. While, the majority of the students responses strongly agreed or agreed that MyGJU is fast (1022 out of 1366 responses i.e., 75% of the responses), reliable (1007 out of 1360 responses i.e., 74% of the responses), stable (1073 out of 1366 responses i.e., 79% of the responses), available (1130 out of 1366 responses i.e., 83% of the responses), and easy to use (3398 out of 4139 responses i.e., 82% of the responses). Whereas, the majority of the registrars responses strongly agreed or agreed that MyGJU is fast (11 out of 14 responses i.e., 79% of the responses), reliable (10 out of 14 responses i.e., 72% of the responses), stable (11 out of 14 responses i.e., 79% of the responses), available (12 out of 14 responses i.e., 86% of the responses), and easy to use (31 out of 42 responses i.e., 74% of the responses). Finally, the overall percentages shown in Table 8 asserted that the majority of students (79.83%) and registrars (78.57%) either agreed or strongly agreed that MyGJU is collectively better than the previous system, fast, reliable, stable, available, and easy to use.

9. SUMMARY AND FUTURE WORK

The project management and software development processes that are based on the engineering basic profile in the ISO/IEC 29110 series and used to implement a complex student information administration system named MyGJU Admin were presented in this paper. A detailed discussion of the various phases in the adopted iterative and incremental software development process was also provided. Moreover, the reported system measurements and user survey results asserted that the introduced system is easy to use, feature rich, fast, reliable, stable, available, and scalable.

The system also provided information and features that helped administration maintain a comfortable learning environment, meet student demands, assess instructor performance, enhance teaching practices, and improve course content as discussed below:

- The number of enrolled and graduated students is used by administration to estimate the maximum number of prospective students such that a low student-to-faculty ratio is maintained in order to keep the classes small and allow the students to receive more one-on-one attention.
- The system allows giving some instructors an advisory role and then assigning students to each advisor. Accordingly, advisors can access the information (e.g., study plans, schedules, grades, holds, and financial statements) of their respective students in order to monitor their academic progress and provide them with needed academic guidance to guarantee their success.
- The historical registration data is utilized by the different faculties to determine the number and capacity of the course sections to be offered in each semester in order to meet the students’ demands.
- The students can evaluate their instructors and courses every semester. Based on that, the university faculties can assess the performance of the faculty members, enhance the teaching practices, and improve the courses content.

As far as future work, we are planning to introduce several new features and tools related to the SIS at the GJU such as: a simple message service (SMS) framework to send important notifications (e.g., exam dates, schedule changes, and announcements) to the users, student attendance management, course materials (e.g., syllabus, lecture notes, home works, and exams) management, and MyGJU mobile application.
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